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#### Abstract

Maps are widely used to visualize geo-information so that map users can develop related understandings about the real world. Such a process for communicating information is largely dependent on the rendering of map elements using different symbols (points and linear and area symbols). To meet the demand of more dynamic and comprehensive visualization in map rendering, it is essential to improve the rendering efficiency. This paper focuses on these research topics, especially the difficulty in constructing and drawing linear map symbols. By employing shader language, a function-based linear symbol building and rendering method is presented in this paper. The basic idea of this function-based method is to build a map-rendering solution that employs graphic processing unit (GPU) acceleration technology to improve the rendering efficiency. A 'function' is used to represent the algorithm that draws certain simple or complex linear map symbols. This function reflects the structure of a linear map symbol (describing the symbol construction information) and also the rendering process of the symbolized linear map elements (handled on a per-pixel basis by the shader program). Based on the Open Geospatial Consortium (OGC), Styled Layer Descriptor (SLD) specifications, four basic line types (i.e., solid lines, dashed lines, gradient color lines, and transition lines) are implemented in the proposed method, and the implementation of line markers, line joins and line caps is also discussed. Three experiments are conducted to demonstrate improvements in map rendering. The results show that a variety of linear map symbols can be constructed in a uniform way, which suggests that the proposed method addresses the difficulty in drawing linear map symbols. With this method, the efficiency of rendering linear map elements is substantially improved compared to using the graphics device interface plus (GDI+) and anti-grain geometry (AGG) methods; it also provides an applicable approach for developing map rendering systems. Using this function-based concept, the complexity of building linear map symbols and drawing linear map elements can be decreased.


Keywords: linear map symbol; map rendering; GPU acceleration; shader language

## 1. Introduction

Cartography is commonly regarded as an information communication process (Monmonier 1996; MacEachren 2004, Goodchild et al. 2007, Kraak and Ormeling 2011) that is used by cartographers to depict information and by map users who 'read' the map to develop related

[^0]understandings. Widely approved as a useful tool to present geo-information, cartographic symbols (or map symbols) play an important role in the information communication process and lay the foundation for map rendering (Robinson et al. 2012, Trapp et al. 2014, Ruas 2015).

With the increasing development of data-processing and information discovery technologies, the ability to present spatial entities and geographic phenomena more dynamically and efficiently is required (Graham and Shelton 2013, Bandrova et al. 2014, Chen et al. 2015). Rendering map elements more efficiently is an important research target for satisfying both the visualization requirements and the demand for 2D/3D integrated information acquisition (Konecny 2011, Semmo et al. 2012, Dübel et al. 2014, Roth 2013). In the context of the vast increase in data volume and real-time data (since the Big Data era has arrived), the problem of inefficiency has become more significant.

To improve drawing efficiency and quality, recent research has focused on data visualization in computer graphic devices, proving that using graphic processing unit (GPU) accelerated methods can significantly improve the rendering efficiency (Häberling et al. 2008, Buschmann et al. 2014), especially in the case of drawing a large amount of data. Based on GPU calculation platforms (such as OpenGL (Open Graphics Library Shader Language, Khronos Group, Beaverton, OR, USA; www.khronos.org) or DirectX) that take full advantage of the ability of hardware acceleration, graphics can be more quickly presented. Shader language is designed and developed in computer visualization studies to help users implement a variety of drawing effects which can even be supported by hardware. Shader language, which provides a programmable interface for users to construct and assemble graphics that can be displayed by a GPU, is widely used in 3D drawing platforms to quickly achieve a variety of presentation effects (Haeberling 2002, Quinn et al. 2005, Varcholik 2014).

In cartography and geographic information system (GIS), point symbols, linear symbols, and area symbols are the three basic presentation methods for vector data (Kersting and Döllner 2002, Wen et al. 2013, Wu et al. 2014). Regarding linear map elements, the existing drawing technologies continue to face difficulties in applying complex line types. Generally, compared to point symbols and area symbols, linear symbols are much more complicated (Turdukulov et al. 2014, Zhang and Zhu 2015). Research on the rendering of area symbols can be summarized as the filling of different graphic cells or icons based on the scan line algorithm or its improved algorithms, whereas point symbols can be regarded as the layout of different icons that have their own semantic meanings (Lane et al. 1980, Chen et al. 2014, Bae et al. 2015). However, linear symbols are filled by a variety of graphic cells along a particular direction, which would be inefficient if drawn using polygon rasterization methods (Peterson 2014). The types of linear symbols are diverse; thus, it is difficult to determine a universal processing technique to handle the variety of graphics (Zinsmaier et al. 2012). Therefore, the rendering of linear symbols is one of the greatest difficulties that affect the drawing efficiency of maps; the complexity of constructing linear symbols also restricts the map design.

Focused on the difficulties in rendering linear map elements, a few studies have analyzed line drawings using shader language, such as anti-aliased lines (Chan and Durand 2005), Bézier curves (Rueda et al. 2008), generic paths (Kilgard and Bolz 2012), and dashed lines (Rougier 2013). These studies can be used to improve the efficiency of drawing specific geometric lines, although problems still exist when constructing a variety of linear map symbols and rendering linear map elements from different cartographic semantics. A more comprehensive method to draw variety map symbols is needed to support the building of thematic maps.

Based on the above analysis regarding the difficulty of rendering and constructing linear map symbols using shader language, this paper proposes an extendable linear symbol drawing method. In contrast to geometric drawing in computer visualization, this paper does not focus on detailed drawing algorithms. Instead, we attempt to build a map rendering solution that employs GPU acceleration technology to improve the rendering efficiency. The construction of a linear map symbol is described using a symbol-related piecewise function, which can be implemented using shader language. The solution primarily uses GPUs to present the linear objects that are tessellated with CPU computation; extendable functions in shader language are used to construct the linear symbols, which is essential for decreasing the complexity of linear map elements and improving the presentation effect.

The remainder of this article is organized as follows. Section 2 discusses the technology of the proposed method, demonstrating that our method is suitable for linear map symbols and can also be useful for presenting point symbols, area symbols, and 3D scenes. Section 3 introduces the basic concept of the function-based method for constructing linear map symbols, which is extendable so that users can implement a variety of linear map symbols. In Section 4, the methodology is presented to explain the steps of the proposed method; four typical types of commonly used linear symbols are explained in detail, and the methods for using these map symbols are discussed. Section 5 introduces and demonstrates the capability of the proposed linear map symbol building and rendering method in practical map rendering applications. Finally, conclusions and a discussion are presented in Section 6.

## 2. Background on shader language for map rendering

In computer graphics, the 'programmable rendering pipeline' has been developed to provide greater flexibility in graphics rendering, compared with the traditional 'fixedfunction rendering pipeline'. The designation of shaders is the core of the programmable rendering pipeline, and shaders are segments of a computer program that are compiled by the GPU to achieve specific rendering results. Shader languages are designed and developed to help users implement a variety of shaders. By programming with a shader language, users can handle most of the drawing effects, such as position, color, texture, and brightness. Because shaders are processed by GPU computation, the efficiency of rendering can be improved at the hardware level.

Generally, there are two basic shader types: vertex shaders and fragment shaders (also called pixel shaders). Figure 1 shows the typical process of the programmable rendering pipeline (other new shader types, such as geometry shaders and tessellation shaders, are not discussed in this paper because they constitute auxiliary steps that are inserted into the main process). To present spatial geometry objects on-screen, the original geometry must be assembled by geometric primitives; vertex shaders allow the programmable vertex processor to handle the traits of every vertex, such as their positions, textures, coordinates, and colors. After the primitive assembly, the screen coordinates of the geometry to be drawn are based on the projection transformation parameters via computations. Through rasterization and interpolation, each pixel in the geometry can be assigned by a fragment shader, which allows the programmable fragment processor to handle the traits of every pixel, including the color, z-depth, and alpha value.

Because triangles are the basic geometric primitives that drive graphics rendering in GPUs, all geometric elements in a map must be tessellated into triangles. Figure 2 shows some simple implementations of the tessellation of different map symbols. The basic drawing method for point symbols is to convert their icons into texture resources and bind the textures with an envelope of the point symbols using the texture coordinates in two triangles. For an


Figure 1. Typical process of a programmable rendering pipeline.
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Figure 2. Example of the tessellation of a geometry for GPU rendering.
area symbol, it should first be triangulated. Then, different textures or colors can be used to fill the area. Linear symbols are extended in a perpendicular direction, tessellated into polygons, and subsequently filled with different graphics according to the specific line type.

The map rendering architecture proposed in this study assigns the tessellation work to the CPU, because the fragment processor in the GPU uses a per-pixel computation mode and trigonometric function ( $\mathrm{sin}, \mathrm{cos}$, and tan) computations in a fragment shader can be extremely time-consuming (Drew 2008). Generally, the triangles are organized using a Vertex Buffer and an Index Buffer, according to the 3D graphics programming interface (OpenGL and DirectX). As shown in Figure 3(a), the Vertex Buffer contains the coordinate information of each vertex, and the Index Buffer contains the construction information for building triangles. Once the Vertex Buffer and Index Buffer are organized, the presentation can be processed via GPU computation, which can be controlled by the shader language programs.

In Figure 3(b), the typical shader programs are introduced (using the OpenGL Shading Language, GLSL). In the vertex shader, the coordinate and projection transform matrix


Figure 3. Basic work process of rendering a geometry using shader language.
are the input data, and the resulting output is the render position, which contains the coordinates of the applied transform matrix. The fragment shader assigns the color of each pixel in the presented graphics.

## 3. Basic concept of the proposed method

### 3.1. Rendering linear map elements on a per-pixel basis

The basic concept of drawing linear map elements is regarded as the filling of repeated graphic cells (i.e., symbols), and each pixel's color in the presented geometry should be computed based on the local coordinates of the single symbol. In terms of a single symbol, the color can be selected based on a function that is dependent on the position. In Figure 4, a simple dashtype linear symbol is employed to help explain the method for constructing a linear symbol. This symbol is constructed in four parts: the top outline part (in gray), the bottom outline part (in gray), the left segment part (in blue), and the right segment part (in yellow).

As shown in Figure 4(a), the variables $U$ and $V$ are employed to help explain the construction information of linear map symbols. $U$ is oriented in the direction of the line, whereas $V$ is perpendicular to the line. The total length of a line is $T L$, and the line width is $W . V$ is normalized in $[0,1]$ on the width side, and $U$ is normalized in [0, $T L / W]$ on the length side. Therefore, the Vertex Buffer should be formulated as an

(a)

(b)

Figure 4. Function-based building method for linear map symbols.
array of (position, $U, V$ ) so that the vertex's $U$ and $V$ information for a line segment can be conveyed to the vertex shader program and the fragment shader program. The fragment shader iterates all pixels in $\left(0, V_{\max }\right)$ and $\left(0, U_{\max }\right)$. Moreover, to obtain the color of a pixel from the specified symbol, $(U, V)$ is converted to the symbol's coordinate. The converted coordinate $u^{\prime}$ removes the length of the previous segments of the symbol; the resulting algorithm is $u^{\prime}=u-S L \times[u / S L]$. $S L$ stands for the symbol length, and [u/SL] indicates the number of previous segments. Here, $u-S L \times[u / S L]$ can be used to determine the length from the start of the current segment.

Based on the computed $u^{\prime}$ and $v^{\prime}$ values, a function for computing the color can be determined. In Figure 4(b), the symbol length is $S L$, the outline width is $O W$, the symbol total width is $S W$, and both the left and right parts are $S L / 2$. To construct this symbol, function_color $\left(u^{\prime}, v^{\prime}\right)$ needs to be programmed in the fragment shader, and the values of $O W, S W$, and Color should be transmitted in the rendering stage. If $v^{\prime}<S W-O W$ and $v$ ' $>O W$, the color should be selected from the left segment or the right segment. For this condition, if $u^{\prime} \leq S L / 2$, the corresponding pixel color is blue; otherwise, the color is yellow. If $v^{\prime} \geq W-S W$ or $v^{\prime} \leq S W$, the color is the outline color, i.e., gray. This function can be easily implemented using the fragment shader program.

### 3.2. Construction of linear map symbols

To implement this function-based concept, a column array, a row array, and a color table were designed to transmit information from the outside environment to the GPU shader program. The column array describes a symbol's vertical structure, and the row array describes its horizontal structure. The color table is implemented as a two-dimensional array which contains the color value of every column-row index.

Using the column and row arrays and the color table, the function programming can be simplified into If-Else statements, which are easy to implement. In Figure 5, the basic implementation method is introduced. The sample symbol in Figure 5 is the same as in Figure 4. The width of the sample symbol is normalized to 1 , and the length is 2 . The outline color is defined as colorl, the left segment is color2, and the right segment is color 3 . The height of the two outlines is 0.1 , and the height of the middle filling region is 0.8 . The width of both the left and right segments is 1.0 .

Accordingly, values can be assigned to the variables that are defined by the shader program: SymbolLength (the length of the entire symbol: 2.0), ColumnCount (the number of columns in the symbol: 2), ColumnRowCountArray (an array indicating the number of rows in every column: [3, 3]), CoumnWidthArray (an array indicating the width of every column: $[1.0,1.0]$ ), RowHeightArray (an array indicating the height of each row in every column: $[0.1,0.8,0.1 ; 0.1,0.8,0.1]$ ) and CellColorTable (an array indicating the color of every column-row cell: [color1, color2, color1; color1, color3, color1]).

In Figure 6, the basic method to determine the construction information of the linear map symbols is introduced. The function $\left.\operatorname{get} \operatorname{ColumnBy} U_{( }\right)$is used to determine which column the current pixel belongs to. A For loop is programmed to iterate over every column to determine the column index of the current pixel. Using the computed column index, the function $\operatorname{getRowBy} V()$ is used to compute the row index of the current pixel, which is also programmed with a For loop to iterate over each row in the current column.

The main steps of the proposed method are presented in Figure 7. The vertex shader handles the coordinate transformation, and the fragment shader handles the render color,


Figure 5. Construction of a sample linear map symbol.

```
void getColumnByU(float }\textrm{u}\mathrm{ , out int columnIndex)
    getColumnByU0
{
    int seg = int(u / SymbolLength); //previous segments count
    float segU = u - SymbolLength * float(seg); //u' value in current segment
    for(int i=0; i<ColumnCount; i++) //Iterate every column
r-1
\
                        ColumnWidthArray
    if(segU < colWidth) {//Judge current pixel belongs to which column
        columnIndex = i; return;
        }
        segU -= colWidth; //Remove judged column
    }
}
```

void getRowByV(int columnIndex, float $\mathbf{v}$, out int rowIndex)
getRowByV0
\{
for(int $\mathrm{i}=0 ; \mathrm{i}<$ ColumnRowCountArray[columnIndex]; $\mathrm{i}++$ )//Iterate each row in current column

RowHeightArray
if(segV < rowHeight) \{//Judge current pixel belongs to which row
row = i; return;
\}
segV $=$ rowHeight; //Remove judged row
\}
\}

Figure 6. Basic methods to determine the construction information for the symbols.
which can be summarized as follows: main() to getColorByUV() to getCellColorByUV() to getColumnByU() and getRowByV(). The entrance of the fragment shader program is main(), and the color of each pixel is computed using getColorByUV(). In getColorByUV (), the pixel's color is selected from the color table using getCellColorByUV(), $\operatorname{getColumnByU}($ ), and $\operatorname{getRowByV}($ ), which computes the column-index and row-index in the color table.

## 4. Method of rendering linear map elements based on shader language

To construct different symbols, the Open Geospatial Consortium (OGC) has published the Styled Layer Descriptor (SLD) specification, which defines rules and symbols that control the appearance of maps (OGC 2012). Regarding linear map symbols, the SLD specification proposes the use of Color, Width, Dash offset, Dash array, Line cap, and Line join attributes for controlling the drawing of a linear map element. In addition, there are three basic stroke types: solid-color, GraphicFill (stipple), and repeated linear GraphicStroke; both the GraphicFill and GraphicStroke types can be regarded as the filling of an array of dashed graphics. Based on these attributes, simple or complex linear map symbols can be dynamically constructed. This specification has been widely approved as the standard for building symbol libraries.

Based on the SLD specifications, the method presented in this paper is organized into three stages: (1) rendering the basic line type (including the Color, Width, Dash offset, and


Figure 7. Main processing steps for the function-based method.

Dash array attributes); (2) rendering line markers (including the GraphicFill and GraphicStroke types); and (3) handling Line Caps and Line Joins.

### 4.1. Linear map symbols of typical line types

Based on the commonly used map representation platforms (e.g., Google maps, ESRI ArcGIS, and MapServer), four types of linear map symbols are implemented in this paper: solid lines, dashed lines, gradient color lines, and transition lines.

### 4.1.1. Solid lines

For linear map elements, 'solid lines' and 'dashed lines' are two frequently used ways to distinguish different lines. Solid lines mainly repeat constantly in the along-path (horizontal) direction and usually have diverse characteristics in the perpendicular (vertical)

(a)


ColumnWidthArray: [Width1]
RowHeightArray: [Height1, Height2, Height3;]

CellColorTable: | Color1 | NULL | NULL | NULL |
| :---: | :---: | :---: | :---: |
|  | Color2 | NULL | NULL |
| NULL |  |  |  |
|  | Color3 | NULL | NULL |
|  | NULL |  |  |
|  | NULL | NULL | NULL |
|  | NULL |  |  |
|  | NULL | NULL | NULL |
|  | NULL |  |  |

(c)

(b)

(d)

Figure 8. Example of solid lines: (a) single solid line, (b) double solid line, (c) single solid line with outline, and (d) thin-thick-thin triple solid line.
direction. Thus, the size of the column array is 1 , the size of the row array may be diverse ( 1 to $n$ ) according to the specific line type, and the color table's size is $1 \times n$.

To ensure that the designed program can be reused for multiple symbols, the column width array, row height array, and cell color table are defined with a maximum size. In the example shown in Figure 8, the maximum size of the column width array is 4 , the row height array maximum is 5 , and the maximum of the color table is $4 \times 5$. Because the horizontal filling of solid lines keeps the same, the single width can be assigned as 1 unit. For a single solid line, which is shown in Figure 8(a), ColumnWidthArray has only one value (Width1), RowHeightArray has only one value (Height1), and CellColorTable also has only one value (colorl). A double solid line is shown in Figure 8(b), a single solid line with an outline is shown in Figure 8(c), and a thin-thick-thin triple solid line is shown in Figure 8(d).

### 4.1.2. Dashed lines

Generally, dashed lines are rendered by repeated geometrical patterns, typically using spaces to separate the connected patterns. In this paper, lines filled by some type of pattern that is not constant in the horizontal direction (such as the solid lines discussed in Section 4.1.1)


| ColumnWidthArray: [Width1, Width2, Width3, Width4] |  |  |  |
| :--- | :---: | :---: | :---: |
| RowHeightArray: [Height1; Height1, Height1, Height1] |  |  |  |
| CellColorTable: | Color1 | Color2 | Color3 |
| Color4 |  |  |  |
|  | NULL | NULL | NULL |
| NULL |  |  |  |
| NULL | NULL | NULL | NULL |
|  | NULL | NULL | NULL |
| NULL |  |  |  |
|  | NULL | NULL | NULL |

(a)


| ColumnWidthirray: [Width1, Width2, Width3, Width4] RowHeightArray: [Height1; Height1, Height1, Height1] |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| CellColorTable: | Color1 | Color2 | NULL | NULL |
|  | NULL | Color3 | NULL | NULL |
|  | NULL | NULL | NULL | NULL |
|  | NULL | NULL | NULL | NULL |
|  | NULL | NULL | NULL | NULL |

(c)

(b)

(d)

Figure 9. Example of dashed lines: (a) dash-dot line, (b) dashed line with an outline, (c) line with a vertical segment, and (d) right angle curve line.
are all treated as dashed lines. As shown in Figure 9(a), dash-dot lines are normal dashed lines. Meanwhile, dashed lines with an outline (which is commonly used to represent a railway), lines with vertical segments (which are commonly used to represent a boundary), and right-angle curve lines (which are commonly used to represent city walls) are also considered to be general dashed lines. Each of these types of lines is constructed with repeated patterns, which can be described using the designed column-row-color methods. For dash-dot line, ColumnWidthArray consists of the width of four segments, corresponding to the long line, space, dot, and space. Moreover, RowHeightArray is constructed by four one-dimensional arrays, which represent the height of each column. CellColorTable is built as a $1 \times 4$ array to record each cell's color.

### 4.1.3. Gradient color lines

Gradient color lines are commonly used to represent linear elements that are characterized by a gradually changing attribute, such as the country coastline and traffic lines symbolizing speed. To implement the rendering of gradient color lines, the CellFillType variable is
employed, which is an $n \times n$ array that stores flags for the fill type in each cell. Flag 1 indicates that the fill type is solid, and flags 2-5 indicate vertical, horizontal, rectangular, and custom gradients. CellFillType can be extended to represent different fill types, and the shader program is implemented to correspond with the definition of the fill types. In Figure 10, typical gradient color lines are presented to demonstrate the building method. There are four CellColorTable variables that are extended to describe the four vertexes of a line segment. For vertical gradient color lines, horizontal gradient color lines, and rectangle gradient color lines, only the first two tables (CellColorTablel and CellColorTable2) are used to construct the symbols. For vertical gradient color lines, the $V$-direction percentage can be computed using the getRowBy $V($ ) function, and the color of the current pixel can be computed using a linear function: Color $=$ CellColorTable1 $[$ index $]+\left(1-v_{-}\right.$Percent $) \times$CellColorTable $2[$ index]. For horizontal gradient color lines, the $U$-direction percentage can be computed using the getColumnBy $U_{( }$) function. The linear function is Color $=$ CellColorTablel $[$ index $]+\left(1-u_{-}\right.$Percent $) \times$CellColorTable 2 [index]. The color function can be customized, as in Figure 10(c): Color12 $=$ CellColorTable1[index] $+\left(1-u_{-}\right.$Percent $) \times$CellColorTable2[index];


Figure 10. Example of gradient color lines: (a) vertical gradient color line, (b) horizontal gradient color line, (c) custom gradient color line, and (d) gradient color line with dashed side line.


Figure 11. Sample shader program used to handle different fill types.

Color34 $=$ CellColorTable $3[$ index $]+\left(1-u_{-}\right.$Percent $) \times$CellColorTable $4[$ index $]$; and Color $=$ Color $12+\left(1-v_{-}\right.$Percent $) \times$Color 34 .

Figure $10(\mathrm{~d})$ shows a gradient color line with a dashed side line. In this case, the symbol is constructed with two columns and two rows: ColumnWidthArray is [Width1, Width2], RowHeightArray is [Height1, Height2; Height1, Height2], CellFillType is [0, 1; $0,1]$ ( 0 indicates solid filling, whereas and 1 indicates gradient filling), CellColorTablel is [color1, color3; color2, color3], and CellColorTable2 is [NULL, Color4; NULL, color4].

The shader program is implemented using an If-Else decision structure (see the right portion of Figure 11). The functions getColumnByU() and getRowByV() are extended to obtain the $U$ - and $V$-direction percentages (left portion of Figure 11). The program segment (getCellColorByUV) shown in Figure 11 is supplemented with the integral shader program shown in Figure 7.

### 4.1.4. Transition lines

Transition lines are commonly used to represent linear map elements (the line width changes gradually). Generally, the width of transition lines changes along the centerline, and the line width can be computed using a $U$ length-based function. In Figure 12, a simple transition line is employed to discuss the method of building such lines. Along with the line direction, the line width gradually decreases following a linear function. As shown in Figure 12(a), the width can be computed as an isosceles trapezoid: $W=$ Width $2+($ Width $1-$ Width2 $) \times($ MaxULength $-u) /$ MaxULength. In this function, Width1 and Width2 are the top and end widths of the line, $W$ is the width at any position, MaxULength is the maximum $U$ value, and $u$ is the $U$ value of the current pixel.

To implement the rendering of such a line, a flag, i.e., IsWidthScale, is added to the shader program to indicate whether a line is a transition line. Scale1 and Scale2 are added to describe the scale of the line top and line end, and MaxULength is added to convey the maximum $U$ value to the shader program. As shown in Figure 12(b), the width scale can be computed using the same function introduced in Figure 12(a). For a position in such a line, the width is represented by the $c b$ segment. The original $V$ value is in $[0,1]$; thus, the $c b$ segment should be expanded into [0, 1]. For any pixel that the


Figure 12. Basic method for constructing a transition line.
shader program iterates on, its $V$ value must be expanded according to the computed Scale value. Therefore, the area outside the simplified isosceles trapezoid can be drawn as transparent.

In Figure 12(c), the expansion factor $(E F)$ is introduced to explain the computation method. The expansion factor is the reciprocal of the current position's width scale, and it indicates how much the original $V$ value should be expanded. As the line width decreases based on the centerline, there are two transparent areas outside the line, which are presented as segments $a b$ and $c d$. After expanding the original $V$ value, the half expansion (HE) should be removed. The final function is demonstrated in Figure 12(c): $V_{(p)}^{\prime}=V_{(p)} \times E F-H E$. Based on this function, the $V$ value of each pixel inside the line is in [0, 1] and is $<0$ or $>1$ if it is outside the line. The final result is presented in Figure 12(d).

Based on the above analysis, the shader program can be designed using If-Else statements based on the IsWidthScale flag value (the sample shader program is shown in Figure 13). The original function introduced in Figure 7, i.e., getColorByUV(), is extended. First, the cell color is computed according to the function getCellColorByUV () (see Figure 11); then, if the line symbol type is a transition line (which means that IsWidthScale is equal to true), the expansion factor is computed according to the function introduced in Figure 12(c) and an If-Else judgment is executed to determine whether the current pixel belongs inside or outside the line. Finally, the correct color is returned.


Figure 13. Sample shader program used to handle transition lines.

### 4.2. Line markers

Line markers are commonly used to enhance visualization and represent more useful information in linear map elements, such as the driving direction of city roads. To implement the rendering of line markers, MarkerNum is introduced to indicate how many types of markers are in the line (in the example given in Figure 14, the maximum value is defined as MAX_MARKER_NUM, 4). MarkerInterval (the spacing distance between two markers), MarkerOffset (the distance between the line top and the first


Figure 14. Implementation method of line markers.


Figure 15. Extended getColorByUV() function to handle line markers.
marker), MarkerWidth (the width of a marker), MarkerHeight (the height of a marker) are four arrays that store the information of each marker type (as shown in Figure 14). The marker's graphics are described by texture, which can be loaded into the GPU and drawn quickly. The other parameters of the sample line in Figure 14 are the same as in the example shown in Figure 8(c) in Section 4.1.1.

In Figure 15, the extended getColorByUV() function is presented. Four textures are defined to convey the texture of all markers to the shader program. The function getMarkerIDByUV() is designed to obtain the index of the marker that the current pixel belongs to. If the current pixel does not belong to any marker, -1 is returned to indicate that the color of the current pixel should be selected from CellColorTable. In the top-right portion of Figure 15, the getMarkerIDBy $U V()$ function is shown. The new $U$ and $V$ values of the current pixel located in the marker are computed to assist in determining the color from the marker texture. As presented in the bottom-right portion of Figure 15, using the original texture $2 D$ function, the current pixel's color can be computed. In the left part of Figure 15, the getColorByUV ( function is extended by adding the judgment of the marker color before obtaining the color from CellColorTable.

### 4.3. Line cap and line join

To use various linear map symbols in drawing a line string, it is essential to handle line join and line cap types, which can significantly change the shape of a line string. According to the SLD specifications and other graphics rendering libraries (such as Cairo, anti-grain geometry (AGG), and graphics device interface plus (GDI+)), there are four basic line join types (i.e. none join, miter join, butt join, and round join) and four basic line cap types (i.e. flat cap, square cap, triangle cap, and round cap). The geometric building process of these line join types and line cap types can be implemented in the CPU. Once the construction is completed, the results can be 'passed' to the GPU for rendering. For an always-visible line string, the map actions (such as move, zoom in, and zoom out) should not require rebuilding.


Figure 16. Typical line join types and their simple implementations.

For a line segment, the $V$ parameter is defined between $[0,1]$, and the $U$ parameter is normalized into [0, LineLength/LineWidth]. However, for the corner of a line string, the $U$ and $V$ values cannot be simply assigned as 0 or 1 or LineLength/LineWidth, because the points of the line join are not always parallel to the original centerline. In Figure 16, four line join types are presented to explain how to handle the $U$ and $V$ values in different situations.

As with the tessellation of a line segment, line joins are converted to triangles before 'passing' to the GPU for rendering. Each point in the line joins is assigned $U$ and $V$ values according to the coordinates. The example lines in Figure 16 are based on the angular bisector algorithm for building line joins, and every point that is used to build triangles is designated with a red circle.

For the none join type, there are four points: $P_{A}, P_{B}, P_{C}$, and $P_{D}$, and the final line is constructed as $P_{A}-P_{D}-P_{C}$ and $P_{B}-P_{D}-P_{C}$. In the $P_{A}-P_{D^{-}} P_{C}$ case, $V$ is equal to 1.0 and $U$ is equal to $P_{1} P_{A} / P_{A} P_{E}$ for $P_{A}$; $V$ is equal to 0.0 and $U$ is equal to $P_{2} P_{D} / P_{A} P_{E}$ for $P_{D}$; and $V$ is equal to 0.5 and $U$ is equal to $P_{1} P_{A} / P_{A} P_{E}$ for $P_{C}$. In the $P_{B^{-}}-P_{D^{-}} P_{C}$ case, $P_{B}$ and $P_{C}$ are the same as $P_{A}-P_{D}-P_{C}$; however, for $P_{D}, V$ is equal to 0.0 and $U$ is equal to $\left(P_{1} P_{D}+P_{D} P_{E}\right) /$ $P_{A} P_{E}$.

For the miter join type, the construction area is $P_{A}-P_{D}-P_{C}$ and $P_{B}-P_{D}-P_{C}$. In this case, the $U$ and $V$ values are the same as the none join type, although the $V$ value of $P_{C}$ is 1.0. Because the $U$ and $V$ values of $P_{A}, P_{B}$, and $P_{C}$ are all the same, the area $P_{A}-P_{B}-P_{C}-P_{D}$ and the line direction can be drawn continuously.

The round join type is similar to the miter join case, although there are middle points in the join area: $P_{C 1}, P_{C 2}$, and $P_{C 3}$. All the middle points share the same $U$ and $V$ values with $P A$ and $P B\left(P_{1} P_{A} / P_{A} P_{E}\right.$ and 1.0). In this example, only four fans are used to divide the round join area; more points can be used to obtain a better representation using the same $U-V$ assignment method.




Figure 17. Typical line cap types and their simple implementations.

The butt join type has only three points in the join area. $P_{A}$ and $P_{B}$ have different $U$ values. $P_{A}$ is $P_{1} P_{A} / P_{A} P_{D}$, whereas $P_{B}$ is $\left(P_{1} P_{A}+P_{D} P_{E}+P_{D} P_{E}\right) / P_{A} P_{D}$. For $P_{D}$, the value is ( $P_{1} P_{A} / P_{A} P_{D}, 0.0$ ).

Regarding the handling of line caps, the method involves setting offsets into the original $U$ values for the start points and end points of a line, and the points in the line cap area are $U$ and $V$ values appended according to the specific shape of the line cap. In Figure 17, typical examples for the top of a line are presented. For a square line cap, the extended points $c$ and $d$ are assigned $U$ and $V$ values of $(0,1)$ and $(0,0)$, and the original start points $a$ and $b$ are assigned values of $(0.5,1)$ and $(0.5,0)$. For a triangle line cap, the extended point $c$ is assigned a value of ( $0,0.5$ ), and for a round line cap, three points are added to simulate a half circle with $c, d$, and $e$ having values of $(0.25,0.75),(0,0.5)$, and $(0.25,0.25)$ (this paper uses three points to represent round caps, although more points can be used in practical implementation). Similarly, the end of a line can be handled in the same way, which should assign the $U$ value by appending the $U$ value of the line length and the $U$ value of the line top.

According to the above analysis, by computing $U$ and $V$ values for every added point, the line join areas and line cap areas can be filled using the same function in the shader program.

## 5. Experiment and evaluation

To validate the capabilities and practicability of the proposed method, an experimental map rendering system was designed. The system was realized using the C++ programming language and implementing the shader program for this function-based concept in OpenGL ES 2.0. The test data were downloaded from the OpenStreetMap website.

### 5.1. Experiment on the capability of drawing various linear map symbols

Based on the presented function-based method, this study implemented a linear map symbol library to support the map rendering systems. Figure 18 introduces several commonly used linear map symbols that are stored in the developed symbol library. Typical road symbols are presented in Figure 18(a); boundary symbols (dashed lines) are presented in Figure 18(b); and railway symbols are presented in Figure 18(c). In Figure 18 (d), gradient-color linear symbols and variable-width linear map symbols are introduced.


Figure 18. Sample linear map symbols generated using the function-based method.
In Figure 18(a), the symbols (numbers 5-7) represent line width difference; the second symbol and the last symbol show the line color differences. In Figure 18(b) and (c), various line types are shown to represent different linear objects. In Figure 18(d), the symbols (numbers $1-3$ ) represent different line markers.

In addition, using the proposed method, complex linear map symbols can be drawn one at a time. As shown in Figure 19, the gradient color line as well as the dashed line


Figure 19. Rendering results of several linear symbols.
with gradient color can both be drawn in one operation instead of using two or more parallel lines to simulate the gradient effects. In commonly used cartographic tools or platforms (such as ESRI ArcGIS, MapInfo, and DotSpatial), transition lines (width changing along the line direction) must be processed by linking segments of different widths. With the presented method, transition lines can be drawn more smoothly. As shown in Figures 18(d), 19(c) and 19(d), all gradient color lines and dashed lines can be controlled by gradually changing the width.

### 5.2. Experiment on the rendering efficiency

Four frequently used linear symbol types (solid lines with an outline to represent roads, dashed lines to represent railways, transition lines to represent natural rivers, and gradient color lines to represent boundaries) are used to compare the time costs for each rendering method. Polyline data were used in this experiment to compare the rendering time of three graphics drawing methods: GDI + , AGG and the method proposed herein. Although using the GPU to draw graphics has already been recognized as being significantly faster than both GDI + and AGG, the comparison can also explain the detailed drawing results and effects of the proposed method.

In Figure 20, the rendering results using the function-based method with these four different line symbols are presented. The Huanghe River (top) and the Changjiang River (bottom) are used as the sample data in this experiment. There are 994 (Huanghe) and 989 (Changjiang) vertexes in the two sample lines.

Because the rendering efficiency of the GPU is typically determined by the frames per second (fps) value, an experiment to test the time cost of the proposed method was conducted in the drawing process for every frame. To simulate real map operations (such as moving, zooming in, and zooming out), every line was rendered 1000 times. The test environment was Windows7, Intel i5, and an Intel HD Graphics 3000 GPU.

Table 1 shows the time cost for rendering four sample line types. The experiment was conducted 10 times to obtain the average time cost results. As shown in Table 1, the method proposed in this paper can significantly improve the rendering efficiency. For the rendering of simple roads, the method proposed in this paper is much faster than using the


Figure 20. Symbolization result of the sample polylines.

Table 1. Time cost comparison for rendering 1000 times based on different methods (in milliseconds).

| Line type | GDI + method | AGG method | Proposed method |
| :--- | :---: | :---: | :---: |
| Road | 10838 | 801 | 499 |
| Railway | 10816 | 741 | 511 |
| River | 6513 | 661 | 531 |
| Boundary | 22141 | 756 | 546 |

GDI + or AGG methods, reducing the time cost by approximately $95 \%$ and $37 \%$ compared
with the GDI + and AGG methods, respectively. The comparison results are very nearly the same for the other line types. In addition, the results show that the time costs of rendering different line types using the proposed method are relatively stable. GDI + method and AGG method would consume more time if a symbol needs to be drawn using two or more lines with different colors (e.g. the road symbol and boundary symbol). And the efficiency improvement of different line types is variable because of the detailed program implementation and the complexity of specific linear symbols.

The improvement in drawing efficiency is primarily due to hardware acceleration, and the difference in the drawing process also leads to improved efficiency. The implementation of the GDI+ and AGG methods is based on the combined drawing method, which is widely studied in map rendering (such as open source projects: SAGA, QGIS, and MapWindow). For river symbols, multiple segments with various line widths should be used to simulate the gradient effects. Unlike the GDI + and AGG methods, the presented function-based method conducts its drawing tasks using a single process. The color of a pixel (inside of the polyline) is computed by a symbol-related function. River symbols can only be drawn one at a time, and the gradient result is smoother than using multiple segments to simulate varying widths (see in Figure 19).

### 5.3. Experiment on the application for map rendering

Based on the rendering architecture introduced in Section 2, a prototype map rendering system was developed to verify the practical use of the proposed method. Figure 21 shows several snapshots of the map rendering system.

In this map rendering system, several linear map symbols are used to represent a variety of spatial objects: administration outlines, city roads with different ranks, and railway paths and tunnels. The drawing of linear map elements can be controlled via the map scale. The width of railway symbols is relatively fixed and does not change with the map scale. However, the width of city road can change. This experiment indicates that the proposed method can render a variety of linear map symbols and can be used to present different map scenes.

## 6. Conclusion and future work

The purpose of this study is to improve the efficiency of drawing various linear map symbols and to further support the development of 2D/3D integrated map applications. By taking advantage of the proposed function-based linear map symbol building and rendering method, linear map symbols can be flexibly constructed and drawn on a per-pixel basis. With this method, different line types can be implemented, and line joins, line caps, and line markers can also be easily handled. The shader programs in this paper are


Figure 21. Prototype map rendering system.
primarily focused on explanation, and this function-based method can be extended to a variety of drawing effects.

However, because map rendering and visualization research are synthetic work, future research is needed, especially regarding the following aspects:
(1) Anti-alias processing of lines. To achieve smooth results, anti-alias processing is necessary. In this paper, main attention is placed on constructing and rendering different types of linear map symbols; the implementation of anti-aliasing is not discussed. Based on the proposed function-based method for drawing lines, the basic concept of anti-aliasing involves using the color of a specific transparency to fill pixels in the buffer of the line edge. This idea could be implemented in the fragment shader program.
(2) Tessellation of line joins. Because line joins are important for the shape of a line with a certain width, the line joins should be tessellated and constructed to form an entire line. This paper introduces the $U$ and $V$ attributes for every key vertex in a line join, although the tessellation work must be explored in depth, and a proper tessellation method should be developed to meet the demands of drawing quality and efficiency.
(3) User interface for building linear map symbols. Although the proposed linear map symbol building and rendering method can be implemented to draw lines of
different line types, significant programming work must be performed to formulate the shader program. To reduce the effort required for the programming work and to make it more convenient for users to design maps, a strategy that can support the reuse of different drawing methods that have been implemented with the shader language should be designed and developed.
(4) Applying for building different map rendering platforms. The proposed method can be implemented with OpenGL ES, and using this method to develop mobile map rendering applications needs to be evaluated (e.g., the effects on battery life/ power consumption of using GPU computation versus CPU computation). The detailed implementation of shader program can be optimized and extended to adapter to more complex software/hardware conditions (e.g., the generalization methods should be considered to help improve the drawing effects).
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